# 2、树

**程序员面试题精选**(01)－把二元查找树转变成排序的双向链表

　　题目：输入一棵二元查找树，将该二元查找树转换成一个排序的双向链表。要求不能创建任何新的结点，只调整指针的指向。

　　比如将二元查找树
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转换成双向链表

4=6=8=10=12=14=16。

　　分析：本题是微软的面试题。很多与树相关的题目都是用递归的思路来解决，本题也不例外。下面我们用两种不同的递归思路来分析。

　　思路一：当我们到达某一结点准备调整以该结点为根结点的子树时，先调整其左子树将左子树转换成一个排好序的左子链表，再调整其右子树转换右子链表。最近链接左子链表的最右结点（左子树的最大结点）、当前结点和右子链表的最左结点（右子树的最小结点）。从树的根结点开始递归调整所有结点。

　　思路二：我们可以中序遍历整棵树。按照这个方式遍历树，比较小的结点先访问。如果我们每访问一个结点，假设之前访问过的结点已经调整成一个排序双向链表，我们再把调整当前结点的指针将其链接到链表的末尾。当所有结点都访问过之后，整棵树也就转换成一个排序双向链表了。

参考代码：

首先我们定义二元查找树结点的数据结构如下：

struct BSTreeNode // a node in the binary search tree

{

int m\_nValue; // value of node

BSTreeNode \*m\_pLeft; // left child of node

BSTreeNode \*m\_pRight; // right child of node

};

思路一对应的代码：

///////////////////////////////////////////////////////////////////////

// Covert a sub binary-search-tree into a sorted double-linked list

// Input: pNode - the head of the sub tree

// asRight - whether pNode is the right child of its parent

// Output: if asRight is true, return the least node in the sub-tree

// else return the greatest node in the sub-tree

///////////////////////////////////////////////////////////////////////

BSTreeNode\* ConvertNode(BSTreeNode\* pNode, bool asRight)

{

if(!pNode)

return NULL;

BSTreeNode \*pLeft = NULL;

BSTreeNode \*pRight = NULL;

// Convert the left sub-tree

if(pNode->m\_pLeft)

pLeft = ConvertNode(pNode->m\_pLeft, false);

// Connect the greatest node in the left sub-tree to the current node

if(pLeft)

{

pLeft->m\_pRight = pNode;

pNode->m\_pLeft = pLeft;

}

// Convert the right sub-tree

if(pNode->m\_pRight)

pRight = ConvertNode(pNode->m\_pRight, true);

// Connect the least node in the right sub-tree to the current node

if(pRight)

{

pNode->m\_pRight = pRight;

pRight->m\_pLeft = pNode;

}

BSTreeNode \*pTemp = pNode;

// If the current node is the right child of its parent,

// return the least node in the tree whose root is the current node

if(asRight)

{

while(pTemp->m\_pLeft)

pTemp = pTemp->m\_pLeft;

}

// If the current node is the left child of its parent,

// return the greatest node in the tree whose root is the current node

else

{

while(pTemp->m\_pRight)

pTemp = pTemp->m\_pRight;

}

return pTemp;

}

///////////////////////////////////////////////////////////////////////

// Covert a binary search tree into a sorted double-linked list

// Input: the head of tree

// Output: the head of sorted double-linked list

///////////////////////////////////////////////////////////////////////

BSTreeNode\* Convert(BSTreeNode\* pHeadOfTree)

{

// As we want to return the head of the sorted double-linked list,

// we set the second parameter to be true

return ConvertNode(pHeadOfTree, true);

}

思路二对应的代码：

///////////////////////////////////////////////////////////////////////

// Covert a sub binary-search-tree into a sorted double-linked list

// Input: pNode - the head of the sub tree

// pLastNodeInList - the tail of the double-linked list

///////////////////////////////////////////////////////////////////////

void ConvertNode(BSTreeNode\* pNode, BSTreeNode\*& pLastNodeInList)

{

if(pNode == NULL)

return;

BSTreeNode \*pCurrent = pNode;

// Convert the left sub-tree

if (pCurrent->m\_pLeft != NULL)

ConvertNode(pCurrent->m\_pLeft, pLastNodeInList);

// Put the current node into the double-linked list

pCurrent->m\_pLeft = pLastNodeInList;

if(pLastNodeInList != NULL)

pLastNodeInList->m\_pRight = pCurrent;

pLastNodeInList = pCurrent;

// Convert the right sub-tree

if (pCurrent->m\_pRight != NULL)

ConvertNode(pCurrent->m\_pRight, pLastNodeInList);

}

///////////////////////////////////////////////////////////////////////

// Covert a binary search tree into a sorted double-linked list

// Input: pHeadOfTree - the head of tree

// Output: the head of sorted double-linked list

///////////////////////////////////////////////////////////////////////

BSTreeNode\* Convert\_Solution1(BSTreeNode\* pHeadOfTree)

{

BSTreeNode \*pLastNodeInList = NULL;

ConvertNode(pHeadOfTree, pLastNodeInList);

// Get the head of the double-linked list

BSTreeNode \*pHeadOfList = pLastNodeInList;

while(pHeadOfList && pHeadOfList->m\_pLeft)

pHeadOfList = pHeadOfList->m\_pLeft;

return pHeadOfList;

}

**程序员面试题精选**(04)－在二元树中找出和为某一值的所有路径

题目：输入一个整数和一棵二元树。从树的根结点开始往下访问一直到叶结点所经过的所有结点形成一条路径。打印出和与输入整数相等的所有路径。

例如输入整数22和如下二元树
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则打印出两条路径：10, 12和10, 5, 7。

二元树结点的数据结构定义为：

struct BinaryTreeNode // a node in the binary tree

{

int m\_nValue; // value of node

BinaryTreeNode \*m\_pLeft; // left child of node

BinaryTreeNode \*m\_pRight; // right child of node

};

分析：这是百度的一道笔试题，考查对树这种基本数据结构以及递归函数的理解。

当访问到某一结点时，把该结点添加到路径上，并累加当前结点的值。如果当前结点为叶结点并且当前路径的和刚好等于输入的整数，则当前的路径符合要求，我们把它打印出来。如果当前结点不是叶结点，则继续访问它的子结点。当前结点访问结束后，递归函数将自动回到父结点。因此我们在函数退出之前要在路径上删除当前结点并减去当前结点的值，以确保返回父结点时路径刚好是根结点到父结点的路径。我们不难看出保存路径的数据结构实际上是一个栈结构，因为路径要与递归调用状态一致，而递归调用本质就是一个压栈和出栈的过程。

参考代码：

///////////////////////////////////////////////////////////////////////

// Find paths whose sum equal to expected sum

///////////////////////////////////////////////////////////////////////

void FindPath

(

BinaryTreeNode\* pTreeNode, // a node of binary tree

int expectedSum, // the expected sum

std::vector<int>& path, // a path from root to current node

int& currentSum // the sum of path

)

{

if(!pTreeNode)

return;

currentSum += pTreeNode->m\_nValue;

path.push\_back(pTreeNode->m\_nValue);

// if the node is a leaf, and the sum is same as pre-defined,

// the path is what we want. print the path

bool isLeaf = (!pTreeNode->m\_pLeft && !pTreeNode->m\_pRight);

if(currentSum == expectedSum && isLeaf)

{

std::vector<int>::iterator iter = path.begin();

for(; iter != path.end(); ++ iter)

std::cout << \*iter << '\t';

std::cout << std::endl;

}

// if the node is not a leaf, goto its children

if(pTreeNode->m\_pLeft)

FindPath(pTreeNode->m\_pLeft, expectedSum, path, currentSum);

if(pTreeNode->m\_pRight)

FindPath(pTreeNode->m\_pRight, expectedSum, path, currentSum);

// when we finish visiting a node and return to its parent node,

// we should delete this node from the path and

// minus the node's value from the current sum

currentSum -= pTreeNode->m\_nValue;

path.pop\_back();

}

**程序员面试题精选**(06)－判断整数序列是不是二元查找树的后序遍历结果

题目：输入一个整数数组，判断该数组是不是某二元查找树的后序遍历的结果。如果是返回true，否则返回false。 例如输入5、7、6、9、11、10、8，由于这一整数序列是如下树的后序遍历结果：

8

/ \

6 10

/ \ / \

5 7 9 11

因此返回true。

如果输入7、4、6、5，没有哪棵树的后序遍历的结果是这个序列，因此返回false。

分析：这是一道trilogy的笔试题，主要考查对二元查找树的理解。

在后续遍历得到的序列中，最后一个元素为树的根结点。从头开始扫描这个序列，比根结点小的元素都应该位于序列的左半部分；从第一个大于跟结点开始到跟结点前面的一个元素为止，所有元素都应该大于跟结点，因为这部分元素对应的是树的右子树。根据这样的划分，把序列划分为左右两部分，我们递归地确认序列的左、右两部分是不是都是二元查找树。

参考代码：

using namespace std;

///////////////////////////////////////////////////////////////////////

// Verify whether a squence of integers are the post order traversal

// of a binary search tree (BST)

// Input: squence - the squence of integers

// length - the length of squence

// Return: return ture if the squence is traversal result of a BST,

// otherwise, return false

///////////////////////////////////////////////////////////////////////

bool verifySquenceOfBST(int squence[], int length)

{

if(squence == NULL || length <= 0)

return false;

// root of a BST is at the end of post order traversal squence

int root = squence[length - 1];

// the nodes in left sub-tree are less than the root

int i = 0;

for(; i < length - 1; ++ i)

{

if(squence > root)

break;

}

// the nodes in the right sub-tree are greater than the root

int j = i;

for(; j < length - 1; ++ j)

{

if(squence[j] < root)

return false;

}

// verify whether the left sub-tree is a BST

bool left = true;

if(i > 0)

left = verifySquenceOfBST(squence, i);

// verify whether the right sub-tree is a BST

bool right = true;

if(i < length - 1)

right = verifySquenceOfBST(squence + i, length - i - 1);

return (left && right);

}

**程序员面试题精选**(11)－求二元查找树的镜像

题目：输入一颗二元查找树，将该树转换为它的镜像，即在转换后的二元查找树中，左子树的结点都大于右子树的结点。用递归和循环两种方法完成树的镜像转换。 例如输入：
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输出：
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定义二元查找树的结点为：

struct BSTreeNode // a node in the binary search tree (BST)

{

int m\_nValue; // value of node

BSTreeNode \*m\_pLeft; // left child of node

BSTreeNode \*m\_pRight; // right child of node

};

分析：尽管我们可能一下子不能理解镜像是什么意思，但上面的例子给我们的直观感觉，就是交换结点的左右子树。我们试着在遍历例子中的二元查找树的同时来交换每个结点的左右子树。遍历时首先访问头结点8，我们交换它的左右子树得到：
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我们发现两个结点6和10的左右子树仍然是左结点的值小于右结点的值，我们再试着交换他们的左右子树，得到：
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刚好就是要求的输出。

上面的分析印证了我们的直觉：在遍历二元查找树时每访问到一个结点，交换它的左右子树。这种思路用递归不难实现，将遍历二元查找树的代码稍作修改就可以了。参考代码如下：

///////////////////////////////////////////////////////////////////////

// Mirror a BST (swap the left right child of each node) recursively

// the head of BST in initial call

///////////////////////////////////////////////////////////////////////

void MirrorRecursively(BSTreeNode \*pNode)

{

if(!pNode)

return;

// swap the right and left child sub-tree

BSTreeNode \*pTemp = pNode->m\_pLeft;

pNode->m\_pLeft = pNode->m\_pRight;

pNode->m\_pRight = pTemp;

// mirror left child sub-tree if not null

if(pNode->m\_pLeft)

MirrorRecursively(pNode->m\_pLeft);

// mirror right child sub-tree if not null

if(pNode->m\_pRight)

MirrorRecursively(pNode->m\_pRight);

}

由于递归的本质是编译器生成了一个函数调用的栈，因此用循环来完成同样任务时最简单的办法就是用一个辅助栈来模拟递归。首先我们把树的头结点放入栈中。在循环中，只要栈不为空，弹出栈的栈顶结点，交换它的左右子树。如果它有左子树，把它的左子树压入栈中；如果它有右子树，把它的右子树压入栈中。这样在下次循环中就能交换它儿子结点的左右子树了。参考代码如下：

///////////////////////////////////////////////////////////////////////

// Mirror a BST (swap the left right child of each node) Iteratively

// Input: pTreeHead: the head of BST

///////////////////////////////////////////////////////////////////////

void MirrorIteratively(BSTreeNode \*pTreeHead)

{

if(!pTreeHead)

return;

std::stack<BSTreeNode \*> stackTreeNode;

stackTreeNode.push(pTreeHead);

while(stackTreeNode.size())

{

BSTreeNode \*pNode = stackTreeNode.top();

stackTreeNode.pop();

// swap the right and left child sub-tree

BSTreeNode \*pTemp = pNode->m\_pLeft;

pNode->m\_pLeft = pNode->m\_pRight;

pNode->m\_pRight = pTemp;

// push left child sub-tree into stack if not null

if(pNode->m\_pLeft)

stackTreeNode.push(pNode->m\_pLeft);

// push right child sub-tree into stack if not null

if(pNode->m\_pRight)

stackTreeNode.push(pNode->m\_pRight);

}

}

**程序员面试题精选**(12)－从上往下遍历二元树

题目：输入一颗二元树，从上往下按层打印树的每个结点，同一层中按照从左往右的顺序打印。 例如输入
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输出8 6 10 5 7 9 11。

分析：这曾是微软的一道面试题。这道题实质上是要求遍历一棵二元树，只不过不是我们熟悉的前序、中序或者后序遍历。

我们从树的根结点开始分析。自然先应该打印根结点8，同时为了下次能够打印8的两个子结点，我们应该在遍历到8时把子结点6和10保存到一个数据容器中。现在数据容器中就有两个元素6 和10了。按照从左往右的要求，我们先取出6访问。打印6的同时要把6的两个子结点5和7放入数据容器中，此时数据容器中有三个元素10、5和7。接下来我们应该从数据容器中取出结点10访问了。注意10比5和7先放入容器，此时又比5和7先取出，就是我们通常说的先入先出。因此不难看出这个数据容器的类型应该是个队列。

既然已经确定数据容器是一个队列，现在的问题变成怎么实现队列了。实际上我们无需自己动手实现一个，因为STL已经为我们实现了一个很好的deque（两端都可以进出的队列），我们只需要拿过来用就可以了。

我们知道树是图的一种特殊退化形式。同时如果对图的深度优先遍历和广度优先遍历有比较深刻的理解，将不难看出这种遍历方式实际上是一种广度优先遍历。因此这道题的本质是在二元树上实现广度优先遍历。

参考代码：

#include <deque>

#include <iostream>

using namespace std;

struct BTreeNode // a node in the binary tree

{

int m\_nValue; // value of node

BTreeNode \*m\_pLeft; // left child of node

BTreeNode \*m\_pRight; // right child of node

};

///////////////////////////////////////////////////////////////////////

// Print a binary tree from top level to bottom level

// Input: pTreeRoot - the root of binary tree

///////////////////////////////////////////////////////////////////////

void PrintFromTopToBottom(BTreeNode \*pTreeRoot)

{

if(!pTreeRoot)

return;

// get a empty queue

deque<BTreeNode \*> dequeTreeNode;

// insert the root at the tail of queue

dequeTreeNode.push\_back(pTreeRoot);

while(dequeTreeNode.size())

{

// get a node from the head of queue

BTreeNode \*pNode = dequeTreeNode.front();

dequeTreeNode.pop\_front();

// print the node

cout << pNode->m\_nValue << ' ';

// print its left child sub-tree if it has

if(pNode->m\_pLeft)

dequeTreeNode.push\_back(pNode->m\_pLeft);

// print its right child sub-tree if it has

if(pNode->m\_pRight)

dequeTreeNode.push\_back(pNode->m\_pRight);

}

}

**程序员面试题精选**100题(27)-二元树的深度

题目：输入一棵二元树的根结点，求该树的深度。从根结点到叶结点依次经过的结点（含根、叶结点）形成树的一条路径，最长路径的长度为树的深度。

例如：输入二元树：
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输出该树的深度3。

二元树的结点定义如下：

struct SBinaryTreeNode // a node of the binary tree

{

int m\_nValue; // value of node

SBinaryTreeNode \*m\_pLeft; // left child of node

SBinaryTreeNode \*m\_pRight; // right child of node

};

分析：这道题本质上还是考查二元树的遍历。

题目给出了一种树的深度的定义。当然，我们可以按照这种定义去得到树的所有路径，也就能得到最长路径以及它的长度。只是这种思路用来写程序有点麻烦。

我们还可以从另外一个角度来理解树的深度。如果一棵树只有一个结点，它的深度为1。如果根结点只有左子树而没有右子树，那么树的深度应该是其左子树的深度加1；同样如果根结点只有右子树而没有左子树，那么树的深度应该是其右子树的深度加1。如果既有右子树又有左子树呢？那该树的深度就是其左、右子树深度的较大值再加1。

上面的这个思路用递归的方法很容易实现，只需要对遍历的代码稍作修改即可。参考代码如下：

///////////////////////////////////////////////////////////////////////

// Get depth of a binary tree

// Input: pTreeNode - the head of a binary tree

// Output: the depth of a binary tree

///////////////////////////////////////////////////////////////////////

int TreeDepth(SBinaryTreeNode \*pTreeNode)

{

// the depth of a empty tree is 0

if(!pTreeNode)

return 0;

// the depth of left sub-tree

int nLeft = TreeDepth(pTreeNode->m\_pLeft);

// the depth of right sub-tree

int nRight = TreeDepth(pTreeNode->m\_pRight);

// depth is the binary tree

return (nLeft > nRight) ? (nLeft + 1) : (nRight + 1);

}

**程序员面试题精选100题(48)-二叉树两结点的最低共同父结点[数据结构]**

题目：二叉树的结点定义如下：

struct TreeNode

{

    int m\_nvalue;

    TreeNode\* m\_pLeft;

    TreeNode\* m\_pRight;

};

输入二叉树中的两个结点，输出这两个结点在数中最低的共同父结点。

分析：求数中两个结点的最低共同结点是面试中经常出现的一个问题。这个问题至少有两个变种。

第一变种是二叉树是一种特殊的二叉树：查找二叉树。也就是树是排序过的，位于左子树上的结点都比父结点小，而位于右子树的结点都比父结点大。我们只需要从根结点开始和两个结点进行比较。如果当前结点的值比两个结点都大，则最低的共同父结点一定在当前结点的左子树中。如果当前结点的值比两个结点都小，则最低的共同父结点一定在当前结点的右子树中。

第二个变种是树不一定是二叉树，每个结点都有一个指针指向它的父结点。于是我们可以从任何一个结点出发，得到一个到达树根结点的单向链表。因此这个问题转换为两个单向链表的第一个公共结点。我们在[本面试题系列的第35题](http://zhedahht.blog.163.com/blog/static/254111742008053169567/)讨论了这个问题。

现在我们回到这个问题本身。所谓共同的父结点，就是两个结点都出现在这个结点的子树中。因此我们可以定义一函数，来判断一个结点的子树中是不是包含了另外一个结点。这不是件很难的事，我们可以用递归的方法来实现：

/////////////////////////////////////////////////////////////////////////////////

// If the tree with head pHead has a node pNode, return true.

// Otherwise return false.

/////////////////////////////////////////////////////////////////////////////////

bool HasNode(TreeNode\* pHead, TreeNode\* pNode)

{

    if(pHead == pNode)

        return true;

    bool has = false;

    if(pHead->m\_pLeft != NULL)

        has = HasNode(pHead->m\_pLeft, pNode);

    if(!has && pHead->m\_pRight != NULL)

        has = HasNode(pHead->m\_pRight, pNode);

    return has;

}

我们可以从根结点开始，判断以当前结点为根的树中左右子树是不是包含我们要找的两个结点。如果两个结点都出现在它的左子树中，那最低的共同父结点也出现在它的左子树中。如果两个结点都出现在它的右子树中，那最低的共同父结点也出现在它的右子树中。如果两个结点一个出现在左子树中，一个出现在右子树中，那当前的结点就是最低的共同父结点。基于这个思路，我们可以写出如下代码：

/////////////////////////////////////////////////////////////////////////////////

// Find the last parent of pNode1 and pNode2 in a tree with head pHead

/////////////////////////////////////////////////////////////////////////////////

TreeNode\* LastCommonParent\_1(TreeNode\* pHead, TreeNode\* pNode1, TreeNode\* pNode2)

{

    if(pHead == NULL || pNode1 == NULL || pNode2 == NULL)

        return NULL;

    // check whether left child has pNode1 and pNode2

    bool leftHasNode1 = false;

    bool leftHasNode2 = false;

    if(pHead->m\_pLeft != NULL)

    {

        leftHasNode1 = HasNode(pHead->m\_pLeft, pNode1);

        leftHasNode2 = HasNode(pHead->m\_pLeft, pNode2);

    }

    if(leftHasNode1 && leftHasNode2)

    {

        if(pHead->m\_pLeft == pNode1 || pHead->m\_pLeft == pNode2)

            return pHead;

        return LastCommonParent\_1(pHead->m\_pLeft, pNode1, pNode2);

    }

    // check whether right child has pNode1 and pNode2

    bool rightHasNode1 = false;

    bool rightHasNode2 = false;

    if(pHead->m\_pRight != NULL)

    {

        if(!leftHasNode1)

            rightHasNode1 = HasNode(pHead->m\_pRight, pNode1);

        if(!leftHasNode2)

            rightHasNode2 = HasNode(pHead->m\_pRight, pNode2);

    }

    if(rightHasNode1 && rightHasNode2)

    {

        if(pHead->m\_pRight == pNode1 || pHead->m\_pRight == pNode2)

            return pHead;

        return LastCommonParent\_1(pHead->m\_pRight, pNode1, pNode2);

    }

    if((leftHasNode1 && rightHasNode2)

        || (leftHasNode2 && rightHasNode1))

        return pHead;

    return NULL;

}

接着我们来分析一下这个方法的效率。函数HasNode的本质就是遍历一棵树，其时间复杂度是O(n)（n是树中结点的数目）。由于我们根结点开始，要对每个结点调用函数HasNode。因此总的时间复杂度是O(n2)。

我们仔细分析上述代码，不难发现我们判断以一个结点为根的树是否含有某个结点时，需要遍历树的每个结点。接下来我们判断左子结点或者右结点为根的树中是否含有要找结点，仍然需要遍历。第二次遍历的操作其实在前面的第一次遍历都做过了。由于存在重复的遍历，本方法在时间效率上肯定不是最好的。

前面我们提过如果结点中有一个指向父结点的指针，我们可以把问题转化为求两个链表的共同结点。现在我们可以想办法得到这个链表。我们在[本面试题系列的第4题](http://zhedahht.blog.163.com/blog/static/254111742007228357325/)中分析过如何得到一条中根结点开始的路径。我们在这里稍作变化即可：

/////////////////////////////////////////////////////////////////////////////////

// Get the path form pHead and pNode in a tree with head pHead

/////////////////////////////////////////////////////////////////////////////////

bool GetNodePath(TreeNode\* pHead, TreeNode\* pNode, std::list<TreeNode\*>& path)

{

    if(pHead == pNode)

        return true;

    path.push\_back(pHead);

    bool found = false;

    if(pHead->m\_pLeft != NULL)

        found = GetNodePath(pHead->m\_pLeft, pNode, path);

    if(!found && pHead->m\_pRight)

        found = GetNodePath(pHead->m\_pRight, pNode, path);

    if(!found)

        path.pop\_back();

    return found;

}

由于这个路径是从跟结点开始的。最低的共同父结点就是路径中的最后一个共同结点：

/////////////////////////////////////////////////////////////////////////////////

// Get the last common Node in two lists: path1 and path2

/////////////////////////////////////////////////////////////////////////////////

TreeNode\* LastCommonNode

(

    const std::list<TreeNode\*>& path1,

    const std::list<TreeNode\*>& path2

)

{

    std::list<TreeNode\*>::const\_iterator iterator1 = path1.begin();

    std::list<TreeNode\*>::const\_iterator iterator2 = path2.begin();

    TreeNode\* pLast = NULL;

    while(iterator1 != path1.end() && iterator2 != path2.end())

    {

        if(\*iterator1 == \*iterator2)

            pLast = \*iterator1;

        iterator1++;

        iterator2++;

    }

    return pLast;

}

有了前面两个子函数之后，求两个结点的最低共同父结点就很容易了。我们先求出从根结点出发到两个结点的两条路径，再求出两条路径的最后一个共同结点。代码如下：

/////////////////////////////////////////////////////////////////////////////////

// Find the last parent of pNode1 and pNode2 in a tree with head pHead

/////////////////////////////////////////////////////////////////////////////////

TreeNode\* LastCommonParent\_2(TreeNode\* pHead, TreeNode\* pNode1, TreeNode\* pNode2)

{

    if(pHead == NULL || pNode1 == NULL || pNode2 == NULL)

        return NULL;

    std::list<TreeNode\*> path1;

    GetNodePath(pHead, pNode1, path1);

    std::list<TreeNode\*> path2;

    GetNodePath(pHead, pNode2, path2);

    return LastCommonNode(path1, path2);

}

这种思路的时间复杂度是O(n)，时间效率要比第一种方法好很多。但同时我们也要注意到，这种思路需要两个链表来保存路径，空间效率比不上第一个方法。

**程序员面试题精选100题(50)-树的子结构[数据结构]**

题目：二叉树的结点定义如下：

struct TreeNode

{

        int m\_nValue;

        TreeNode\* m\_pLeft;

        TreeNode\* m\_pRight;

};

输入两棵二叉树A和B，判断树B是不是A的子结构。

例如，下图中的两棵树A和B，由于A中有一部分子树的结构和B是一样的，因此B就是A的子结构。

                 1                                                   8  
               /    \                                               /    \  
              8    7                                             9    2  
            /    \  
           9    2  
                /  \  
               4  7

分析：这是2010年微软校园招聘时的一道题目。二叉树一直是微软面试题中经常出现的数据结构。对微软有兴趣的读者一定要重点关注二叉树。

                回到这个题目的本身。要查找树A中是否存在和树B结构一样的子树，我们可以分为两步：第一步在树A中找到和B的根结点的值一样的结点N，第二步再判断树A中以N为根结点的子树是不是包括和树B一样的结构。

                第一步在树A中查找与根结点的值一样的结点。这实际上就是树的遍历。对二叉树这种数据结构熟悉的读者自然知道我们可以用递归的方法去遍历，也可以用循环的方法去遍历。由于递归的代码实现比较简洁，面试时如果没有特别要求，我们通常都会采用递归的方式。下面是参考代码：

bool HasSubtree(TreeNode\* pTreeHead1, TreeNode\* pTreeHead2)

{

        if((pTreeHead1 == NULL && pTreeHead2 != NULL) ||

                (pTreeHead1 != NULL && pTreeHead2 == NULL))

                return false;

        if(pTreeHead1 == NULL && pTreeHead2 == NULL)

                return true;

        return HasSubtreeCore(pTreeHead1, pTreeHead2);

}

bool HasSubtreeCore(TreeNode\* pTreeHead1, TreeNode\* pTreeHead2)

{

        bool result = false;

        if(pTreeHead1->m\_nValue == pTreeHead2->m\_nValue)

        {

                result = DoesTree1HaveAllNodesOfTree2(pTreeHead1, pTreeHead2);

        }

        if(!result && pTreeHead1->m\_pLeft != NULL)

                result = HasSubtreeCore(pTreeHead1->m\_pLeft, pTreeHead2);

        if(!result && pTreeHead1->m\_pRight != NULL)

                result = HasSubtreeCore(pTreeHead1->m\_pRight, pTreeHead2);

        return result;

}

在上述代码中，我们递归调用hasSubtreeCore遍历二叉树A。如果发现某一结点的值和树B的头结点的值相同，则调用DoesTree1HaveAllNodeOfTree2，做第二步判断。

在面试的时候，我们一定要注意边界条件的检查，即检查空指针。当树A或树B为空的时候，定义相应的输出。如果没有检查并做相应的处理，程序非常容易崩溃，这是面试时非常忌讳的事情。由于没有必要在每一次递归中做边界检查（每一次递归都做检查，增加了不必要的时间开销），上述代码只在HasSubtree中作了边界检查后，在HasSubtreeCore中作递归遍历。

接下来考虑第二步，判断以树A中以N为根结点的子树是不是和树B具有相同的结构。同样，我们也可以用递归的思路来考虑：如果结点N的值和树B的根结点不相同，则以N为根结点的子树和树B肯定不具有相同的结点；如果他们的值相同，则递归地判断他们的各自的左右结点的值是不是相同。递归的终止条件是我们到达了树A或者树B的叶结点。参考代码如下：

bool DoesTree1HaveAllNodesOfTree2(TreeNode\* pTreeHead1, TreeNode\* pTreeHead2)

{

        if(pTreeHead2 == NULL)

                return true;

        if(pTreeHead1 == NULL)

                return false;

        if(pTreeHead1->m\_nValue != pTreeHead2->m\_nValue)

                return false;

        return DoesTree1HaveAllNodesOfTree2(pTreeHead1->m\_pLeft, pTreeHead2->m\_pLeft) &&

                DoesTree1HaveAllNodesOfTree2(pTreeHead1->m\_pRight, pTreeHead2->m\_pRight);

}

**程序员面试题精选100题(60)-判断二叉树是不是平衡[数据结构]**

题目：**输入一棵二叉树的根结点，判断该树是不是平衡二叉树。如果某二叉树中任意结点的左右子树的深度相差不超过1，那么它就是一棵平衡二叉树。**例如下图中的二叉树就是一棵平衡二叉树：

![程序员面试题精选100题(60)-判断二叉树是不是平衡的 - 何海涛 - 微软、Google等面试题](data:image/jpeg;base64,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)

在[本系列博客的第27题](http://zhedahht.blog.163.com/blog/static/25411174200732975328975/" \t "_blank)，我们曾介绍过如何求二叉树的深度。有了求二叉树的深度的经验之后再解决这个问题，我们很容易就能想到一个思路：在遍历树的每个结点的时候，调用函数TreeDepth得到它的左右子树的深度。如果每个结点的左右子树的深度相差都不超过1，按照定义它就是一棵平衡的二叉树。这种思路对应的代码如下：

bool IsBalanced(BinaryTreeNode\* pRoot)

{

    if(pRoot == NULL)

        return true;

    int left = TreeDepth(pRoot->m\_pLeft);

    int right = TreeDepth(pRoot->m\_pRight);

    int diff = left - right;

    if(diff > 1 || diff < -1)

        return false;

    return IsBalanced(pRoot->m\_pLeft) && IsBalanced(pRoot->m\_pRight);

}

上面的代码固然简洁，但我们也要注意到由于一个节点会被重复遍历多次，这种思路的时间效率不高。例如在函数IsBalance中输入上图中的二叉树，首先判断根结点（值为1的结点）的左右子树是不是平衡结点。此时我们将往函数TreeDepth输入左子树根结点（值为2的结点），需要遍历结点4、5、7。接下来判断以值为2的结点为根结点的子树是不是平衡树的时候，仍然会遍历结点4、5、7。毫无疑问，重复遍历同一个结点会影响性能。接下来我们寻找不需要重复遍历的算法。

如果我们用后序遍历的方式遍历二叉树的每一个结点，在遍历到一个结点之前我们已经遍历了它的左右子树。只要在遍历每个结点的时候记录它的深度（某一结点的深度等于它到叶节点的路径的长度），我们就可以一边遍历一边判断每个结点是不是平衡的。下面是这种思路的参考代码：

bool IsBalanced(BinaryTreeNode\* pRoot, int\* pDepth)

{

    if(pRoot == NULL)

    {

        \*pDepth = 0;

        return true;

    }

    int left, right;

    if(IsBalanced(pRoot->m\_pLeft, &left)

        && IsBalanced(pRoot->m\_pRight, &right))

    {

        int diff = left - right;

        if(diff <= 1 && diff >= -1)

        {

            \*pDepth = 1 + (left > right ? left : right);

            return true;

        }

    }

    return false;

}

我们只需要给上面的函数传入二叉树的根结点以及一个表示结点深度的整形变量就可以了：

bool IsBalanced(BinaryTreeNode\* pRoot)

{

    int depth = 0;

    return IsBalanced(pRoot, &depth);

}

在上面的代码中，我们用后序遍历的方式遍历整棵二叉树。在遍历某结点的左右子结点之后，我们可以根据它的左右子结点的深度判断它是不是平衡的，并得到当前结点的深度。当最后遍历到树的根结点的时候，也就判断了整棵二叉树是不是平衡二叉树了。